**Practical 03**

1. **Write a program to demonstrate dependency injection via Constructor for City class.**

**City.java**

**Code:**

package mypack;

public class City {

private String name;

private String state;

public City() {}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getState() {

return state;

}

public void setState(String state) {

this.state = state;

}

@Override

public String toString() {

return "City{name='" + name + "', state='" + state + "'}";

}

}

**MainApp.java**

**Code:**

package mypack;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

try (ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("AppConfig.xml")) {

City city = (City) context.getBean("city");

System.out.println(city);

}

}

}

**AppConfig.xml**

**Code:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="city" class="mypack.City">

<property name="name" value="Mumbai"/>

<property name="state" value="Maharashtra"/>

</bean>

</beans>

**Output:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATQAAAArCAYAAAD2dnRlAAAFaklEQVR4Xu2YO47bMBCGc6RtdAU3CRCkCVz4Eu58AJ1BULn1tjqID+JDMCapBx8zQ+ppL/Mb+ACLFMl58SftH3/+ntXPX7/Vx8dHkkv9pb6+ntQX23a6qlY/D5j2i6q/WnU9DePmPHPfw+eTurb9mm2t6nZ6L8/GZ/ulHtva6zVYK5fQRm1XrS5kP2dzns/ar/Z6imw4XVsv7nXdjn7VF38eus9FvzfYr7/rd0P/KB+cviG+yfct+/mViutUE3YMb6tfU8FcXn2Fa6Se3VoJCOu2vaqTbtd1O3wf0bZzvroQfaz9/Vp9n79Hwnm42IXvpZ7ntNN5+DFH0MA7wxVBqi98T9hkL0GyXep7dzaO9VN8qINhM4xgbGjvTkDQikHa3FJf+B5xUr8UyXap740Zbz7vLxAD5pYa3QzfDwhaMUibW+p7dyTbpT6wDudn5DcS31HQPj8/AQDgWzMKGj744IPPd/+MglZVFQAAfGsgaACAYoCgAQCKYZmgnRt1fzxUdyP6VnDrHurxnPfR3aK+t2En32Nuqnt06ha1ZyLZKfWVzqa+r8zRprzIFiae5+b+kr3MCtooLoa7as5OP+NEVZ1Vc6faMzBzviAhs9GFE/h46/wYsfGZw8oCFW0gfNiNpTWxdFwKwvfF+VuZo01J2XJgPL2+QDt2hhA06/gyZV0RNF1U90adw/a3I06SPo3u9yfNuX/uVNdNz8tIFegaYh/2Y2lNLB2XIvZ9ef72zNFcUrYcF08XfTHafk2eWNASNyX35uYaOl4xPayjps8TKxtcr2BIQbNJapy53TH+LXKyxxRo05iTQ8/Z9O+N9vYncDhuKXa923Mdbf/Tt+d326ZtDQrNia9sZz/O3B7yfQ/71vqWRRDPSRj4mtD9nA+pceF6a32U88fbuTZHXeP6MdWINC70fVqPtyUVz8W2ZPByQYvFh4JTe649UHFKNHUioluhvc6O7SZZjNgGQmHfs+N1YlmBcW0LiiU3iXpu/Y4+2Rt9upvvzHqz7HR8N+OYk5CKJ5uL7ZGLNtOOyAdu3NH5C9737FxWn/rZCIWzz9gYEuPI95K2cPFcbksOei4yjjtxkKD5jvnFEiTCgxcD8+ycRu7JYnww803FPq5JFj0jFJmMBRCIVZagcXaG48LYMr5PdvG52BorzFwOBTtEH5hxh+evEuzkcyuPE0QjMY6PdcIWLp7VcltysTavy1EukaDFyk7BBYdrr2yAjVCGG9UybW63XUqSczIHfaJQkD9t3Tnc5FlIfxzIghhvnLwPop3hOC+2vO+TDUIu9mIofi+PnB0pH5hxL8kfZyefW3kcs2bGOM8+L9aSLRomntUGtgi8/IY2OB6Li4scHM6BW3c3V3pybrJQhSSZ71OwzbU5Wyho25dCFgS5IfrYZtvp+O4eNILvkw18jkT6jTJ73ABR9GRNZPhAjjs6f6Kdy+qTXTNjXPxuhi3OmnE8N7KFgZ17JwhB09iimU65cEP6eAabIITjeqTNMlfQqiHAFvvnuu2ThSK08UGsOwdGOEZBc34mzLKTy4GF8z0rRxJDbKhDhyReL1qLqQneB3nc0fnj7VxWn0NftGZynBRr2ZapLY7nMlvykObeA0bQdoIUrYw+cCDb34DA/0vBgpbYKNSJAg5luElSP0sAmI/7d8sxHCJow7U1tVHGn2bZP3cAAO/Iq/byIYIGAABHAEEDABQDBA0AUAwQNABAMUDQAADFAEEDABQDBA0AUAwQNABAMUDQAADFAEEDABQDBA0AUAwQNABAMUDQAADFAEEDABQDBA0AUAwQNABAMUDQAADFAEEDABQDBA0AUAwQNABAMUDQAADFAEEDABTDP6VO06YbA6EvAAAAAElFTkSuQmCC)

1. **Write a program to demonstrate List dependency injection via Constructor for a Project Class.**

**Project.java  
Code:**

package q2;

import java.util.List;

public class Project {

private String projectName;

private List<String> teamMembers;

public Project(String projectName, List<String> teamMembers) {

this.projectName = projectName;

this.teamMembers = teamMembers;

}

public void displayProjectDetails() {

System.out.println("Project Name: " + projectName);

System.out.println("Team Members:");

for (String member : teamMembers) {

System.out.println("- " + member);

}

}

}

**MainApp.java  
Code:**

package q2;

import org.springframework.context.ApplicationContext;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

try (ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("question2.xml")) {

Project project = (Project) context.getBean("project");

project.displayProjectDetails();

}

} }

**Question2.xml**

**Code:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="project" class="q2.Project">

<constructor-arg value="Pet Adoption System"/> <!-- Project Name -->

<constructor-arg>

<list>

<value>Alice</value>

<value>Bob</value>

<value>Charlie</value>

<value>David</value>

</list>

</constructor-arg>

</bean>

</beans>

**Output:**

![](data:image/png;base64,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)

1. **Demonstrate injection of a Map with bean references as values. The map consists of the key, supplier ID and the value is a list of products.**

**Product.java  
Code:**

package q4;

public class Product {

private String name;

public Product(String name) {

this.name = name;

}

@Override

public String toString() {

return name;

}

}

**Supplier.java  
code:**

package q4;

import java.util.List;

import java.util.Map;

public class Supplier {

private Map<String, List<Product>> supplierProducts;

public Supplier(Map<String, List<Product>> supplierProducts) {

this.supplierProducts = supplierProducts;

}

public void displaySupplierProducts() {

for (Map.Entry<String, List<Product>> entry : supplierProducts.entrySet()) {

System.out.println("Supplier ID: " + entry.getKey());

System.out.println("Products:");

for (Product product : entry.getValue()) {

System.out.println("- " + product);

}

System.out.println();

}

} }

**MainApp.java  
Code:**

package q4;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

// Load the Spring configuration file

try (ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("question4.xml")) {

Supplier supplier = (Supplier) context.getBean("supplier");

supplier.displaySupplierProducts();

}

}

}

**Question4.xml**

**Code:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="product1" class="q4.Product">

<constructor-arg value="Smartphone"/>

</bean>

<bean id="product2" class="q4.Product">

<constructor-arg value="Laptop"/>

</bean>

<bean id="product3" class="q4.Product">

<constructor-arg value="Tablet"/>

</bean>

<bean id="product4" class="q4.Product">

<constructor-arg value="Smartwatch"/>

</bean>

<bean id="product5" class="q4.Product">

<constructor-arg value="Headphones"/>

</bean>

<bean id="supplier" class="q4.Supplier">

<constructor-arg>

<map>

<entry key="SUP001">

<list>

<ref bean="product1"/>

<ref bean="product2"/>

<ref bean="product3"/>

</list>

</entry>

<entry key="SUP002">

<list>

<ref bean="product4"/>

<ref bean="product5"/>

</list>

</entry>

</map>

</constructor-arg>

</bean>

</beans>

**Output:**

![](data:image/png;base64,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)

1. **Demonstrate injection of a List using constructor injection for Product class.**

**Product.java  
Code:**

package q3;

import java.util.List;

public class Product {

private String category;

private List<String> productList;

public Product(String category, List<String> productList) {

this.category = category;

this.productList = productList;

}

public void displayProductDetails() {

System.out.println("Product Category: " + category);

System.out.println("Products:");

for (String product : productList) {

System.out.println("- " + product);

}

}

}

**MainApp.java**

**Code:**

package q3;

import org.springframework.context.ApplicationContext;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

try (ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("question3.xml")) {

Product product = (Product) context.getBean("product");

product.displayProductDetails();

}

}

}

**question3.xml**

**Code:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="product" class="q3.Product">

<constructor-arg value="Electronics"/>

<constructor-arg>

<list>

<value>Smartphone</value>

<value>Laptop</value>

<value>Tablet</value>

<value>Smartwatch</value>

</list>

</constructor-arg>

</bean>

</beans>

**Output:**

![](data:image/png;base64,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)

1. **Demonstrate injection of a Map with nested collections. The map consists of the key as the orderID and the value is an Order object.**

**Product.java  
Code:**

package q5;

public class Product {

private String name;

public Product(String name) {

this.name = name;

}

@Override

public String toString() {

return name;

}

}

**Order.java**

**Code**:

package q5;

import java.util.List;

public class Order {

private String orderName;

private List<Product> products;

public Order(String orderName, List<Product> products) {

this.orderName = orderName;

this.products = products;

}

@Override

public String toString() {

return "Order Name: " + orderName + ", Products: " + products;

}

}

**MainApp.java  
code:**

package q5;

import org.springframework.context.ApplicationContext;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import java.util.Map;

public class MainApp {

public static void main(String[] args) {

try (ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("question5.xml")) {

Map<String, Order> orders = (Map<String, Order>) context.getBean("orderMap");

for (Map.Entry<String, Order> entry : orders.entrySet()) {

System.out.println("Order ID: " + entry.getKey());

System.out.println(entry.getValue());

System.out.println();

}

}

}

}

**Question.xml  
Code:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="product1" class="q5.Product">

<constructor-arg value="Laptop"/>

</bean>

<bean id="product2" class="q5.Product">

<constructor-arg value="Smartphone"/>

</bean>

<bean id="product3" class="q5.Product">

<constructor-arg value="Tablet"/>

</bean>

<bean id="product4" class="q5.Product">

<constructor-arg value="Headphones"/>

</bean>

<bean id="product5" class="q5.Product">

<constructor-arg value="Smartwatch"/>

</bean>

<bean id="order1" class="q5.Order">

<constructor-arg value="Electronics Order"/>

<constructor-arg>

<list>

<ref bean="product1"/>

<ref bean="product2"/>

</list>

</constructor-arg>

</bean>

<bean id="order2" class="q5.Order">

<constructor-arg value="Gadgets Order"/>

<constructor-arg>

<list>

<ref bean="product3"/>

<ref bean="product4"/>

<ref bean="product5"/>

</list>

</constructor-arg>

</bean>

<bean id="orderMap" class="java.util.HashMap">

<constructor-arg>

<map>

<entry key="ORD001" value-ref="order1"/>

<entry key="ORD002" value-ref="order2"/>

</map>

</constructor-arg>

</bean>

</beans>

**Output:**

![](data:image/png;base64,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)